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ABSTRACT

The development of correct programs is a very important problem in computer science and software engineering. These days, most software are full of errors even though they seem to work well after testing. When these software are put into use, some errors which are formally passive become active and the result is the failure of such software. Therefore, there is need to develop error-free software these days because software have become inevitable in every area of human endeavor especially software used for safety and critical missions. There are many instances where software failure have occurred causing colossal loss of human and material resources. Therefore, it has become increasingly important to develop error-free software due to their importance in society. This paper used the concept of loop invariant to prove the correctness of a program by using mathematical and algebraic proves. The technique used single loop (while … loop) as a testing case for this loop invariant. Using this method, it is possible to detect invalid as well as valid loop invariants since those programs that have invalid loop invariants often contain errors and produced wrong results.
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1. INTRODUCTION

Software systems are very important part of the modern society. They are used in almost every areas of human endeavor either directly or indirectly in our homes, offices, electrical appliances, automobiles, etc., as embedded software. Due to their importance, there is need to ensure that they are devoid of defects and faults that could result in errors and consequently failure which could result in colossal human and material losses. The process whereby software is checked or tested to ensure that it is free of errors is called program correctness. Program correctness is very important in software engineering, computer science, and the Information Technology industries [1] [2]. This is because these organizations increasingly depend on software or programs that functions very well and produce the expected results. Therefore, program correctness is very crucial for safety and security of lives and property [3].

Therefore, whether safety-critical or life-critical applications; it is very important to verify properties of programs before being used. Several techniques have been proposed in the past for verifying the correctness of software, especially mission-critical software. These include static analysis of programs (e.g. type checking, inference, static checking, etc.), model checking, and theorem proving techniques [4] [5]. Therefore, there is need to verify software critically before they are used to ensure their correctness because software verification and program correctness are very important concepts in program testing [6]. As a result, the success of software verification depends on the ability to find a correct technique [7] [8].

In this paper, we introduced the concept of loop invariant as a tool for verifying the correctness of software. Loop invariant is very important in program verification [9] [10]. Loop invariant is used to prove logically the correctness of a program from a precondition to a post-condition. As noted by Bi et al. [11], assertion used to determine the properties of loop program directly, or we can use it to prove the correctness of a program. The term loop is used to describe a programming language statement that allows a part of a program to be repeatedly executed a given number of times as long as the condition remains true. Invariant help a programmer to ensure that the each time a code reaches a certain point; it determines the correctness of the program and ensures that it does what it is expected to do. In this case, the loop condition is tested and if found true, the loop continues to iterate until the condition become false at which point the loop terminates [12] [13].
During the execution of a program, a method may be called [14]. The called method is used to describe construct used in the program segment which can be a precondition or postcondition. A precondition is a property that is true before the call is made while a postcondition is a property that is true after the call returns. A loop invariant should be true on entry into a loop and it must remain true after every iteration of the loop. Thus on exit from the loop, both the loop invariant and the loop termination conditions should be true. Loop invariants are crucial to understanding loops. They are so important and as such loops should be documented with the invariant used to prove their correctness. Therefore, invariant should be declared before the loop is written which must act as a guide to the development of the loop [15]. Thus loop invariant should be satisfied before entering the loop and at the top and bottom of each iteration. At the completion of each iteration, the loop-invariant and the negation of the loop- condition must be satisfied [16]. Hence, the statement of the algorithm comprising the loop must be chosen to satisfy them [17] [18].

Consider a while … do statement shown in figure 1(a). At the entry into the loop (i.e., at point A), the loop invariant is true before the loop begins and at point B just after every execution of the loop body until when the loop finally terminates. However, this is possible only if the code that tests the loop condition does not change the value of any variable appearing in the loop invariant. Thus what a While loop does is described by its loop invariant. Since a loop invariant is true every time through a loop, it means that a loop says what does not change; and by implication it says what the loop does not do. To show that a loop terminates, it is sufficient to provide a termination or variant function.

Fig. 1(a): While statement  Fig. 1(b): For statement  Fig. 1(c): If statement  Fig. 1(d): If … then … Else
Figure 1(b) is an example of for loop. The **for loop** combines loop initialization, test condition, and increment into a single construct.

The syntax is:

```python
for (int; text condition, increment)
{
    statement(s);
}
```

The **For Loop** starts by evaluating the initialization object; test the condition to see if true or false; if false, pull out of the loop; otherwise continue by executing the statement(s); evaluate the incremental expression, and then continue until the condition becomes false. Figure 1(c) shows an example of an **if … statement** or **If loop**. A simple if statements execute an action only if the test condition is true.

The syntax is as follows:

```python
If (expression)
{
    statement(s);
}
```

Figure 1(d) shows the structure of **if … then … else statement**. The actions that an if … else statement specifies differ based on whether the test condition is true or false. The syntax for an **if … then … else** is:

```python
If (expression) then
{
    statement(s)
}
else
{
    statement(s)
}
```

This paper is mainly based on a simple loop condition called **while loop** and will not cover complex nested loops.

### 2. STATEMENT OF THE PROBLEM

Software systems have become an important part of the modern society. They are used in virtually every areas of human endeavor either directly or as embedded software in our homes, offices, electrical appliances, automobiles, etc. Due to their importance, there is need to ensure that they are devoid of defects and faults that could result in errors and consequently failure which could result in colossal human and material losses. Therefore, whether safety-critical or life-critical applications; it is very important to verify properties of programs before being used. Several techniques have been proposed in the past for verifying the correctness of software, especially mission-critical software. These include static analysis of programs (e.g. type checking, inference, static checking, etc.), model checking, and theorem proving techniques.

Therefore, there is need to verify software critically before they are used to ensure their correctness because software verification and program correctness are very important concepts in program testing [6]. As a result, the success of software verification depends on the ability to find a correct technique. In this paper, we introduced the concept of loop invariant as a tool for verifying the correctness of software. Loop invariant is very important in program verification. The technique used single loop (**while ... loop**) as a testing case for our loop invariant. Using this technique, it is possible to detect invalid as well as valid loop invariants since those programs that have invalid contain errors and produced wrong results.
3. METHODOLOGY

Loop invariants can be stated as first or second order predicate calculus or in other similar forms since mathematicians find it easier to solve problems using this method and it also allow computers to follow the proof’s correctness logically. Suppose we have a program fragment as shown in figure 2. We proved here that the program fragment is correct. After the code has been executed, the variables have the sum of the n elements of the array. There is also an assertion which shows that the code consists of some mathematical properties that holds from S to Z. we now show the correctness of each assertion using a while loop. The code fragment is as shown in figure 2.

```
1 int m, t;
2 int x(n);
3 m ← 0;
4 t ← 0;
5 while (m < n)
6     { 
7         t ← t + x (m);
8         m ← m + 1;
9     }
```

**Fig. 2:** A code segment having a while loop

The flow chart in Figure 3 contains the input specification, output specifications, loop invariant and assertions needed to prove that the program fragment stated earlier is correct.

![Flowchart](image-url)
In Figure 3, an assertion is placed before and after each statement labeled from letters S to Z; i.e., a proposition is made at each point that a certain mathematical property holds at that point. We then prove the correctness of each assertion as shown from the next line. At T, where we have the input specification, the condition that holds before the code is executed, is that the variable n is a positive integer. This is shown in equation 2.

\[ T: n \in \{1, 2, 3, \ldots\} \quad (2) \]

The output specification at this stage is that, if control reaches point Z, then the value of t contains the sum of the n values stored in array x, i.e.,

\[ Z: t = x(0) + x(1) + \ldots + x(n - 1) \quad (3) \]

Therefore, we can prove that the code fragment is correct with respect to correct output specification:

\[ Z: m = n \text{ and } t = x(0) + x(1) + \ldots + x(n - 1) \quad (4) \]

Also an invariant condition must be provided as part of the proof process to show that the prove is correct in addition to the input and output specifications. This is a mathematical equation that must hold at point V regardless of whether the loop has been executed zero, once, or many times. Thus the loop invariant that will be proven to hold is expressed as:

\[ V: m \leq n \text{ and } t = x(0) + x(1) + \ldots + x(m - 1) \quad (5) \]

Now it will be shown that if input specification (2) holds at point S, then output specification (4) will hold at point Z; that is, the code fragment will be proven to be correct. First, the assignment statement \( m \leftarrow 0 \) is executed. Control now is at point B, where the following assertion holds:

\[ T: m = 0 \quad (6) \]

To be precise, at point T, the assertion should read \( m = 0 \) and \( n \in \{1, 2, 3, \ldots\} \). However, the input specification (1) holds at all points in the flowchart. For brevity, the \( n \in \{1, 2, 3, \ldots\} \) therefore is omitted from now on.

At point U, as a consequence of the second assignment statement, \( s \leftarrow 0 \), the following assertion is true:

\[ U: m = 0 \text{ and } t = 0 \quad (7) \]

The loop has been entered at stage U, using the principle of mathematical induction we then show that the loop invariant (5) is actually correct. Prior to the loop is executed for the first time, assertion (7) holds; i.e., \( m = 0 \), and \( t = 0 \). Therefore, consider loop invariant (5), because \( m = 0 \) by assertion (6) and \( n \geq 1 \) from input specification (2), we then say that \( m - n \) is needed to ascertain that the result is actually correct. Also, since \( m = 0 \), it then follows that \( m - 1 = -1 \), hence, the sum in (4) is empty since \( t = 0 \).
Therefore, loop invariant in equation (5) is true prior to entering the loop first time. Next, we then show the various steps involved in the inductive hypothesis. Suppose that at some point during the execution of the program fragment, the loop invariant holds, that is m equals to m₀, then, 0 ≤ m₀ ≤ n, that is, execution is at point V and the following assertion holds:

\[ V: m₀ ≤ n \text{ and } t = x (0) + x (1) + \ldots + x (m₀ - 1) \]  \hspace{1cm} (8)

Next, control then passes to the conditional test box. That is, if m₀ ≥ n, then because m₀ ≤ n by hypothesis, then m₀ = n. By inductive hypothesis (7), this implies that:

\[ Z: m₀ = n \text{ and } t = x (0) + x (1) + \ldots + x (n - 1) \]  \hspace{1cm} (9)

Thus the output specification (3) is \( Z: m₀ = n \text{ and } t = x (0) + x (1) + \ldots + x (n - 1) \). However, if the test is m₀ ≥ n is false, then control passes from point V to point W. However, since m₀ is not greater than or equal to n, m₀ < n and equation (8) changes to:

\[ W: m₀ < n \text{ and } s - x (0) + x (1) + \ldots + x (m₀ - 1) \]  \hspace{1cm} (10)

Thus the statement \( s \leftarrow s + y(k₀) \) is executed, hence, from proposition at point X in (11), the following assertion holds:

\[ X: m₀ < n \text{ and } t - x (0) + x (1) + \ldots + x (m₀ - 1) + x (m₀) \]
\[ = x (0) + x (1) + \ldots + x (m₀) \]  \hspace{1cm} (11)

Furthermore, the next statement to be executed is \( m₀ \leftarrow m₀ + 1 \). Let that the value of m₀ before executing this statement is one(3), then the last term in the sum in (10) is x (3). Now the value of m₀ is increased by 1 to 4. The sum s remains constant, so the last term in the sum still is x (3), which is now x (m₀ − 1). Also, at point X, m₀ < n, increasing the value of m₀ by 1 means that if the inequality holds at point Y, then m₀ ≤ n. Therefore, the effect of increasing m₀ by 1 is that the following assertion is true at point Y:

\[ Y: m₀ ≤ n \text{ and } t = x (0) + x (1) + \ldots + x (m₀ - 1) \]  \hspace{1cm} (12)

Assertion (12) which holds at point Y is very similar to assertion (7) that, by assumption, holds at point V. However, point V is identical to point Y. That is, if (7) holds at V for m = m₀, then it also hold at V with m = m₀ + 1. Thus the loop invariant holds for m = 0 and by induction, we conclude that loop invariant (5) holds for all values of m. Therefore,

\[ 0 ≤ m ≤ n \text{ holds for all values of } n. \]
4. RESULTS AND DISCUSSION

From this proof, a set of algebraic equations are provided and it is proved that it is possible to discover invariants by the process of inductive mathematics and from execution traces using static method. This is done by tracing the variables defined in the program to ensure that they are actually used within the loops where they are defined by showing that the preconditions in the program actually implies the loop invariant. Thus we show that if \( I(m) \) and test condition \( U \) as shown in figure 3 are true, then 
\[
I(m + 1) \text{ is true. Therefore, if } U \text{ is also true, then it follows that } I(n) \text{ is true for } n = m + 1.
\]
Thus it shows that whenever the condition becomes false, the loop stops. Also, a proof is provided to show that if the loop iterates a maximum of \( N \) times, then \( I(n) \) implies the post condition. The main idea is to test a set of invariants using sufficient conditions without falsification.

Finally, we also proved that the loop terminates at a point. Initially, by assertion (7), the value of \( m \) is equal to 0. Each iteration of the loop increases the value of \( m \) by 1 when the statement 
\[
\text{m} \leftarrow \text{m + 1}
\]
is executed. However, \( m \) must approach \( n \), during which time the loop is exited and the value of \( s \) is given by assertion (9), thus satisfying output specification (4). Given the input specification (1), we show that loop invariant (5) holds whether the loop has been executed zero, once, or more times. Furthermore, it was proven that after \( n \) iterations the loop terminates; and when it does, the values of \( m \) and \( t \) satisfy the output specification (4). That is, the code fragment of Figure 3 has been mathematically proven to be correct. However, as the complexity of the target equation increases, the methodology requires to determine the correctness of an algorithm becomes longer and more complex since it will require complex algebraic equations.

5. CONCLUSION

Loop invariant plays an important role in program verification. Invariant is the property that is true every time the code reaches a certain point. In case of loop invariant, the loop condition is tested and if found true, the loop continues to iterate until the condition become false at which point the loop terminates. During the execution of a program, a method may be called. What a method call does is described by its construct which can be a precondition or postcondition. A precondition is a property that is true before the call is made while a postcondition is a property that is true after the call returns. A loop invariant should be true on entry into a loop and is guaranteed to remain true after every iteration of the loop. On exit from the loop, both the loop invariant and the loop termination conditions should be true. Thus loop invariant should be satisfied before entering the loop and at the top and bottom of each iteration. This paper used the concept of loop invariant to prove the correctness of a program by using algebraic proves. The technique used single loop (while … loop) as a testing case for our loop invariant. Using this technique, it is possible to detect invalid as well as valid loop invariants since those programs that have invalid contain errors and produced wrong results.

In the future, we will find the relationship between loops and the result effects of each of the to see which loop is more ideal for a particular situation using a combination of static and dynamic analysis techniques.
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